**Conceitos em Pandas**

Arquivo contendo as anotações sobre pandas, seus conceitos básicos e outras coisas.

Anotações baseadas em pesquisas, retiradas também de trechos das aulas do curso da Stack Academy – Data Science, e também com ajuda do ChatGPT

**Sumário**

[1. O que é o Pandas? 3](#_Toc209789915)

[2. Tipos de arquivos suportados pelo pandas 3](#_Toc209789916)

[3. Exemplo básico de um DataFrame: 5](#_Toc209789917)

[4. Métodos comuns em Pandas 5](#_Toc209789918)

[5. Alterando o dataset 7](#_Toc209789919)

[6. Percorrendo linhas de um DataFrame 9](#_Toc209789920)

[7. Visualização de Dados 10](#_Toc209789921)

[7.1. Missing Values 10](#_Toc209789922)

[7.2. Visualização básica de dados 12](#_Toc209789923)

[7.3. Conceitos sobre os gráficos 14](#_Toc209789924)

[7.4. Entendendo um pouco mais sobre gráficos de bloxplot 16](#_Toc209789925)

[7.4.1. Correlação 19](#_Toc209789926)

[7.4.2. Outliers 20](#_Toc209789927)

[7.5. Estatística Descritiva 21](#_Toc209789928)

[8. Trabalhando com Tabelas e Planilhas 23](#_Toc209789929)

[8.1. Tabelas Pivot 23](#_Toc209789930)

[8.2. Crosstab 24](#_Toc209789931)

[8.3. Planilhas Excel 24](#_Toc209789932)

[8.3.1. Como ler planilhas Excel 24](#_Toc209789933)

[8.3.2. Transformar DataFrame para xlsx 24](#_Toc209789934)

# O que é o Pandas?

Pandas é uma **biblioteca do Python** feita para **análise e manipulação de dados**.  
Pensa nele como um “Excel turbinado dentro do Python”: com ele você consegue **ler, transformar, analisar e exportar dados** de maneira muito mais flexível e automatizada do que em planilhas manuais.

**Para que serve na prática?**  
No dia a dia, usamos Pandas para:

* **Ler dados** de diferentes fontes: CSV, Excel, SQL, JSON, entre outros.
* **Explorar dados**: ver as primeiras linhas, descrever estatísticas, entender o formato.
* **Transformar dados**: limpar colunas, tratar valores nulos, converter tipos.
* **Analisar dados**: agrupar, filtrar, ordenar, calcular médias/somas, gerar tabelas resumidas.
* **Exportar dados**: salvar de volta em CSV, Excel ou até mandar para um banco.

**Principais estruturas do Pandas**

* **Series**: uma coluna de dados (como uma coluna do Excel).
* **DataFrame**: uma tabela com linhas e colunas (como uma planilha inteira) que suporta diferentes tipos de dados (inteiro, float, string, etc)

# Tipos de arquivos suportados pelo pandas

O **Pandas** consegue ler e gravar dados em vários formatos. Vou te listar os **principais tipos de arquivos suportados** que realmente usamos no mercado:

**📄 Arquivos de texto/planilhas**

* **CSV** → pd.read\_csv() e df.to\_csv()
* **TSV** (tab separado) → também com read\_csv(sep="\t")
* **TXT** → idem, se for estruturado com separadores
* **Excel (.xls, .xlsx, .xlsm, .xlsb, .odf, .ods, .odt)**
  + pd.read\_excel() e df.to\_excel()
  + Suporta múltiplas abas de uma planilha.

**🗄️ Bancos de dados**

* **SQL (MySQL, PostgreSQL, SQLite, etc.)**
  + pd.read\_sql() e df.to\_sql() (precisa de conexão via SQLAlchemy ou driver).

**🌐 Estruturados em texto**

* **JSON** → pd.read\_json() e df.to\_json()
* **HTML (tabelas)** → pd.read\_html()
* **XML** → pd.read\_xml()

**📦 Outros formatos comuns em ciência de dados**

* **Parquet** → pd.read\_parquet() e df.to\_parquet()
* **Feather** → pd.read\_feather() e df.to\_feather()
* **ORC** → pd.read\_orc() e df.to\_orc()
* **Stata (.dta)** → pd.read\_stata() e df.to\_stata()
* **SPSS (.sav)** → pd.read\_spss()
* **HDF5 (.h5)** → pd.read\_hdf() e df.to\_hdf()
* **Pickle (.pkl)** → pd.read\_pickle() e df.to\_pickle()

👉 Ou seja: **se é um formato tabular ou semi-estruturado, o Pandas provavelmente consegue lidar**.

💡 **No dia a dia**:

* CSV é o mais comum (troca de dados entre sistemas).
* Excel é onipresente em empresas (relatórios, planilhas financeiras, etc).
* SQL é essencial (quase sempre os dados “moram” em um banco).
* Parquet está se tornando padrão em ambientes de Big Data (porque é compacto e rápido).

# Exemplo básico de um DataFrame:
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# Métodos comuns em Pandas

O Pandas tem centenas de métodos, mas no **dia a dia de trabalho** usamos sempre um conjunto pequeno que resolve 80% dos casos. Abaixo vou listar alguns exemplos que são mais comumente usadas no dia a dia e que é sempre bom ter ciência de suas utilizações.

Vale também observar que, **df**, que se encontra no inicio do comando será o nome do dataframe que você estiver utilizando.

**Exploração de dados**

* **df.head(n)** → mostra as primeiras n linhas (por padrão o valor é 5).
* **df.tail(n)** → mostra as últimas n linhas (por padrão o valor é 5).
* **df.info()** → mostra tipos de dados, colunas e memória.
* **df.describe()** → estatísticas descritivas (média, min, max, std).
* **df.shape** → retorna (linhas, colunas).
* **df**.**columns** → lista os nomes das colunas.
* **df.dtypes** → mostra os tipos de cada coluna.

**Seleção e filtragem**

* **df["coluna"]** → seleciona uma coluna.
* **df[["col1","col2"]]** → seleciona várias colunas.
* **df.loc[linha, coluna]** → seleção por rótulo.
* **df.iloc[linha, coluna]** → seleção por posição.
* **df[df["coluna"] > 10]** → filtragem com condição.
* **df.query("coluna > 10 and outra\_coluna == 'X'")** → filtragem estilo SQL.

**Transformação**

* **df.sort\_values(by="coluna")** → ordena linhas.
* **df.rename(columns={"antigo": "novo"})** → renomeia colunas.
* **df.drop(columns=["coluna"])** → remove coluna(s).
* **df.dropna()** → remove valores nulos.
* **df.fillna(valor)** → preenche nulos.
* **df.astype(tipo)** → converte tipo de coluna.
* **df.apply(func)** → aplica função a cada linha ou coluna.
* **df["coluna"].map(func)** → aplica função em uma série.
* **df.assign(nova=df["coluna"] \* 2)** → cria colunas derivadas.

**Agregação e estatísticas**

* **df["coluna"].mean()** → média.
* **df["coluna"].sum()** → soma.
* **df["coluna"].value\_counts()** → contagem de valores únicos.
* **df.groupby("coluna").mean()** → média por grupo.
* **df.groupby(["col1","col2"]).agg({"col3": "sum"})** → agregações mais complexas.
* **df.pivot\_table(values="col", index="col1", columns="col2", aggfunc="mean")** → tabela dinâmica.

**Junções e concatenações**

* **pd.concat([df1, df2])** → concatena DataFrames.
* **df.merge(df2, on="coluna")** → faz join (inner join padrão).
* **df.merge(df2, how="left", on="coluna")** → left join.

**Entrada e saída**

* pd.**read\_csv**("arquivo.csv") / df.**to\_csv**("arquivo.csv")
* pd.**read\_excel**("arquivo.xlsx") / df.**to\_excel**("arquivo.xlsx")
* pd.**read\_sql**(query, con) / df.**to\_sql**("tabela", con)

# Alterando o dataset

Existem vários jeitos, mas dá pra organizar em **6 grupos principais**:

**1. Alterar colunas**

* **Renomear**: df.rename(columns={"idade": "Idade"}, inplace=True)
* **Criar coluna nova**: df["idade\_mais10"] = df["idade"] + 10
* **Alterar valores com função**: df["nome"] = df["nome"].str.upper()

**2. Alterar linhas**

* **Remover linhas pelo índice**: df.drop(index=[0, 1], inplace=True)
* **Filtrar e manter só o que quero**: df = df[df["idade"] > 18]

**3. Alterar valores específicos**

* **Com .loc**: df.loc[0, "cidade"] = "São Paulo" # altera célula
* **Com condição**: df.loc[df["cidade"] == "SP", "cidade"] = "São Paulo"

**4. Tratar valores nulos**

* **Remover nulos**: df.dropna(inplace=True)
* **Preencher nulos**: df.fillna("Desconhecido", inplace=True)

**5. Alterar tipos de dados**

* **Converter tipo de coluna**: df["idade"] = df["idade"].astype(int)
* **Datas**: df["data\_nascimento"] = pd.to\_datetime(df["data\_nascimento"])

**6. Reestruturar o dataset**

* **Ordenar**: df.sort\_values(by="idade", ascending=False, inplace=True)
* **Resetar índices**: df.reset\_index(drop=True, inplace=True)
* **Adicionar linhas (append/concat)**:   
  novo = pd.DataFrame({"nome": ["João"], "idade": [25], "cidade": ["BH"]})  
  df = pd.concat([df, novo], ignore\_index=True)

**Resumo**:

* Alterar dataset = mexer em **colunas, linhas, valores, nulos, tipos ou estrutura**.
* A cada modificação, você pode usar inplace=True (altera direto) ou reatribuir (df = ...).

# Percorrendo linhas de um DataFrame

Percorrer as linhas de um DataFrame é algo que às vezes precisamos, mas é importante já adiantar: **no Pandas, a ideia não é percorrer linha por linha como em um for tradicional** — porque isso costuma ser **lento** em grandes datasets.

Ainda assim, existem várias formas de fazer, dependendo da situação:

**1. Usando .iterrows() (mais comum)**

Percorre linha por linha, devolvendo o índice e a linha como Series.

for idx, row in df.iterrows():

print(idx, row["nome"], row["idade"])

É simples, mas não é muito rápido (porque converte cada linha para Series).

**2. Usando .itertuples() (mais eficiente)**

Retorna cada linha como uma *namedtuple* (mais leve que Series).

for row in df.itertuples():

print(row.Index, row.nome, row.idade)

Esse é o jeito mais usado em situações reais quando precisa iterar.

**3. Usando .apply() (jeito “pandas”)**

Aplica uma função em cada linha ou coluna.

df.apply(lambda row: print(row["nome"], row["idade"]), axis=1)

* axis=1 → percorre linhas.
* axis=0 → percorre colunas.

**4. Usando .iloc (manual, estilo lista)**

Se você realmente quiser “for clássico”:

for i in range(len(df)):

print(df.iloc[i, 0], df.iloc[i, 1]) # acessa por posição

**Melhor prática**

Na maioria dos casos, **não percorremos linhas**.  
Em vez disso, usamos operações **vetorizadas** (que aplicam direto em todas as linhas sem for).

* 1. Exemplo ruim (iterando):

for idx, row in df.iterrows():

df.loc[idx, "idade\_mais10"] = row["idade"] + 10

* 1. Exemplo bom (vetorizado):

df["idade\_mais10"] = df["idade"] + 10

O segundo é **muito mais rápido** e o jeito recomendado de trabalhar com Pandas.

# Visualização de Dados

## Missing Values

* **O que são *missing values*?**

“Missing values” = **valores ausentes** ou **dados faltantes** em um dataset.  
Ou seja, quando uma célula/coluna que deveria ter um valor está **vazia** ou marcada com algo que indica ausência.

No **Pandas**, valores ausentes geralmente aparecem como:

* **NaN** (*Not a Number*) → valor nulo em dados numéricos.
* **None** → valor nulo em objetos (strings, datas, etc).

Exemplo:

|  |
| --- |
| import pandas as pd  import numpy as np  df = pd.DataFrame({  "nome": ["Ana", "Bruno", "Carla"],  "idade": [23, np.nan, 29],  "cidade": ["SP", None, "BH"]  })  print(df) |

Saída:

|  |  |  |  |
| --- | --- | --- | --- |
|  | Nome | Idade | Cidade |
| 0 | Ana | 23.0 | SP |
| 1 | Bruno | NaN | None |
| 2 | Carla | 29.0 | BH |

Aqui, a idade do Bruno e a cidade dele estão **faltando**.

* **Por que os dados podem estar faltando?**
  + Erro humano (alguém esqueceu de preencher).
  + Problemas no sistema que gerou o dado.
  + Dado não se aplica (exemplo: "número de filhos" para quem não é casado).
  + Integração de várias fontes de dados.
* **Como lidar com missing values no Pandas**

1. **Detectar**

df.isna().sum() # mostra quantos valores faltam por coluna

df.isnull() # retorna DataFrame de True/False

1. **Remover**

df.dropna() # remove linhas com missing

df.dropna(axis=1) # remove colunas com missing

1. **Preencher (imputar)**

df.fillna(0) # substitui por 0

df["cidade"].fillna("Desconhecido", inplace=True)

df["idade"].fillna(df["idade"].mean(), inplace=True) # média

## Visualização básica de dados

* **O que é visualização de dados?**

É a etapa em que você pega um dataset e cria **gráficos simples** para entender padrões, distribuições e relações entre variáveis.

Ela serve para:

* Explorar os dados (*EDA – Exploratory Data Analysis*).
* Comunicar achados para outras pessoas.
* Ajudar na tomada de decisão.
* **Ferramentas no Python**

1. **Pandas (built-in)** → já tem métodos rápidos.
2. **Matplotlib** → biblioteca padrão de gráficos.
3. **Seaborn** → mais bonita e simplifica estatísticas.

* **Exemplos de visualização básica**

Suponha esse dataset:

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  df = pd.DataFrame({  "nome": ["Ana", "Bruno", "Carla", "Daniel", "Eva"],  "idade": [23, 35, 29, 40, 30],  "cidade": ["SP", "RJ", "SP", "BH", "RJ"]  }) |

**1. Histograma (distribuição de idades)**

df["idade"].plot(kind="hist", bins=10, title="Distribuição de Idades")

plt.show()

**2. Gráfico de barras (quantidade por cidade)**

df["cidade"].value\_counts().plot(kind="bar", title="Quantidade por Cidade")

plt.show()

**3. Dispersão (idade vs índice)**

df.plot(kind="scatter", x="nome", y="idade", title="Idade por Pessoa")

plt.show()

**4. Linha (evolução ao longo do índice/tempo)**

df["idade"].plot(kind="line", title="Idade ao longo da Tabela")

plt.show()

* **Resumindo**
  + **Visualização básica = gráficos simples** para conhecer os dados.
  + Usamos plot() do Pandas, matplotlib e seaborn.
  + Tipos comuns: histograma, barras, dispersão, linha.

## Conceitos sobre os gráficos

É muito importante conhecer **os tipos de gráficos** e **quando usar cada um**. É essencial para não só explorar os dados, mas também **contar a história certa**.

* **1. Gráfico de barras**
  + **O que mostra:** comparação entre categorias.
  + **Exemplo:** número de alunos por turma.
  + **Uso:** quando você tem categorias nominais (cidade, produto, grupo).

df["cidade"].value\_counts().plot(kind="bar", title="Alunos por Cidade")

* **2. Gráfico de colunas**
  + Igual ao de barras, mas na vertical.
  + Muito usado em relatórios de negócios.
* **3. Histograma**
  + **O que mostra:** a distribuição de uma variável numérica.
  + **Exemplo:** distribuição das idades dos alunos.
  + **Uso:** entender se os dados estão concentrados, espalhados, simétricos.

df["idade"].plot(kind="hist", bins=5, title="Distribuição de Idades")

* **4. Gráfico de linha**
  + **O que mostra:** evolução de uma variável ao longo do tempo (ou de uma sequência).
  + **Exemplo:** vendas por mês.
  + **Uso:** detectar tendências, crescimento, sazonalidade.

df["vendas"].plot(kind="line", title="Vendas ao longo do tempo")

* **5. Gráfico de dispersão (scatter plot)**
  + **O que mostra:** relação entre duas variáveis numéricas.
  + **Exemplo:** idade vs nota dos alunos.
  + **Uso:** ver correlação, agrupamentos, outliers.

df.plot(kind="scatter", x="idade", y="nota", title="Idade x Nota")

* **6. Boxplot (ou diagrama de caixa)**
  + **O que mostra:** distribuição, mediana, quartis e outliers.
  + **Exemplo:** distribuição de salários em uma empresa.
  + **Uso:** ótimo para identificar valores extremos (outliers).

df["salario"].plot(kind="box", title="Distribuição de Salários")

* **7. Gráfico de pizza (pie chart)**
  + **O que mostra:** proporções de um todo.
  + **Exemplo:** porcentagem de alunos por cidade.
  + **Uso:** bom para mostrar “fatias” de participação, mas não ideal se tiver muitas categorias.

df["cidade"].value\_counts().plot(kind="pie", autopct="%1.1f%%")

* **8. Heatmap (mapa de calor)**
  + **O que mostra:** intensidade de valores numa matriz.
  + **Exemplo:** correlação entre variáveis.
  + **Uso:** ótimo para análises rápidas de dependência entre variáveis.  
    *(Usa mais o Seaborn do que o Pandas puro)*

import seaborn as sns

sns.heatmap(df.corr(), annot=True, cmap="coolwarm")

* **Dica prática**
  + **Barras/colunas** → comparar categorias.
  + **Histograma/boxplot** → analisar distribuições.
  + **Linha** → evolução ao longo do tempo.
  + **Dispersão** → relação entre variáveis.
  + **Pizza** → proporções (só se poucas categorias).
  + **Heatmap** → dependência/correlação entre variáveis.

## Entendendo um pouco mais sobre gráficos de bloxplot

O **boxplot** (ou gráfico de caixa) é um dos gráficos estatísticos mais importantes porque resume, de forma **visual e compacta**, a **distribuição de um conjunto de dados numéricos**. Ele é excelente para identificar **tendências centrais, dispersão e outliers (valores atípicos)**.

* **Estrutura do boxplot**

O gráfico é formado por uma "caixa" e alguns "bigodes" (linhas). Vamos entender cada parte:

1. **Mediana (linha dentro da caixa)**
   * Representa o valor central dos dados (50%).
   * Divide o conjunto em duas metades iguais.
2. **Quartis**
   * **Q1 (1º quartil):** 25% dos dados estão abaixo dele.
   * **Q3 (3º quartil):** 75% dos dados estão abaixo dele.
   * A caixa vai de **Q1 até Q3**, mostrando onde está a maior parte dos dados.
3. **Amplitude interquartil (IQR – *Interquartile Range*)**
   * Calculada como: IQR=Q3−Q1I QR = Q3 - Q1
   * Mede a **dispersão dos dados no meio**.
4. **Bigodes (whiskers)**
   * Saem das extremidades da caixa.
   * Normalmente vão até:

Limite inferior=Q1−1.5×IQR\text{Limite inferior} = Q1 - 1.5 \times IQR Limite superior=Q3+1.5×IQR\text{Limite superior} = Q3 + 1.5 \times IQR

* + Ou seja, mostram os valores que ainda são considerados “normais” no conjunto.

1. **Outliers**
   * Valores que ficam **fora dos limites dos bigodes**.
   * São geralmente plotados como **pontos isolados**.

* **O que podemos identificar em um boxplot?**
  + **Distribuição dos dados:** Se os dados estão mais concentrados em uma região.
  + **Assimetria:**
    - Se a mediana está mais próxima de Q1 → cauda direita mais longa.
    - Se está mais próxima de Q3 → cauda esquerda mais longa.
  + **Dispersão:** Quanto maior a caixa, maior a variação dos dados.
* **Outliers:** Ficam visíveis de forma clara.

**🔧 Exemplo prático em Pandas**

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  # Exemplo de dataset  dados = pd.DataFrame({  "Notas": [4, 5, 6, 6, 7, 7, 8, 9, 10, 10, 2, 20]  })  # Criando boxplot  dados.boxplot(column="Notas")  plt.show() |
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Nesse exemplo:

* A **caixa** mostra onde estão 50% das notas.
* A **linha no meio da caixa** é a mediana.
* O número **20** provavelmente vai aparecer como um **outlier**.

Resumindo:  
O **boxplot** é um gráfico que permite, de forma rápida, ver **mediana, dispersão, assimetria e outliers** em seus dados. É uma ferramenta essencial de **análise exploratória de dados (EDA)**.

### Correlação

Correlação é um conceito **estatístico** que mede a **força e a direção da relação entre duas variáveis**.

**Em outras palavras:**

* Ela responde: **“quando uma variável muda, a outra também muda?”**
* Se sim, muda **no mesmo sentido** ou **em sentido oposto**?
* **Tipos de correlação**

1. **Correlação positiva**
   * Quando uma variável aumenta, a outra também tende a aumentar.
   * Ex.: Horas de estudo sobe → Nota na prova sobe.
2. **Correlação negativa**
   * Quando uma variável aumenta, a outra tende a diminuir.
   * Ex.: Preço de um produto subiu → Quantidade vendida diminuiu.
3. **Correlação nula (ou fraca)**
   * Não existe relação clara entre as variáveis.
   * Ex.: Número de sapatos que você tem **X** Nota na prova.

* **Como medir?**

O valor da correlação normalmente vai de **-1 a 1**:

* **+1** → Correlação perfeita positiva (relação direta).
* **-1** → Correlação perfeita negativa (relação inversa).
* **0** → Nenhuma correlação.

Exemplo de interpretação:

* **0.8** → forte correlação positiva.
* **-0.6** → moderada correlação negativa.
* **0.1** → correlação fraca.
* **Resumindo**
  + **Correlação** mostra **se e como** duas variáveis se relacionam.
  + Serve muito em **análise exploratória** para entender quais variáveis podem influenciar outras.
  + Mas **atenção**:  
    **Correlação ≠ Causalidade**  
    → Duas coisas estarem correlacionadas não significa que uma causa a outra.

### Outliers

Os *outliers* são dados que se diferenciam drasticamente de todos os outros. Em outras palavras, um outlier é um valor que foge da normalidade e que pode (e provavelmente irá) causar anomalias nos resultados obtidos por meio de algoritmos e sistemas de análise.

Entender os outliers é fundamental em uma análise de dados por pelo menos dois aspectos:

1. os outliers podem viesar negativamente todo o resultado de uma análise;
2. o comportamento dos *outliers* pode ser justamente o que está sendo procurado.

Os outliers presentes em datasets possuem diversos outros nomes, como:

* dados discrepantes;
* pontos fora da curva;
* observações fora do comum;
* anomalias;
* valores atípicos;
* entre outros.

## Estatística Descritiva

A **estatística descritiva** é o ramo da estatística que tem como objetivo **resumir, organizar e interpretar um conjunto de dados**, sem tirar conclusões além do que os dados mostram.

Pensa assim: você tem uma planilha gigante com milhares de registros. A estatística descritiva ajuda a transformar esse “mundaréu” de números em **informações compreensíveis**.

* **Principais elementos da estatística descritiva**

**1. Medidas de tendência central**

Mostram **onde os dados tendem a se concentrar**.

* **Média** → soma de todos os valores dividido pela quantidade.
* **Mediana** → valor central (quando os dados estão ordenados).
* **Moda** → valor que mais se repete.

Exemplo: notas de alunos = [5, 6, 7, 8, 9]

* Média = 7
* Mediana = 7
* Moda = não tem (todos aparecem só uma vez).

**2. Medidas de dispersão**

Mostram **o quão espalhados os dados estão**.

* **Amplitude** → diferença entre o maior e o menor valor.
* **Variância** → média dos quadrados dos desvios em relação à média.
* **Desvio padrão** → raiz quadrada da variância (quanto maior, mais dispersos os dados).

Exemplo: duas turmas têm média = 7

* Turma A: notas = [6, 7, 8] → desvio padrão baixo.
* Turma B: notas = [2, 7, 12] → desvio padrão alto.

**3. Medidas de posição**

Mostram onde certos valores estão em relação ao conjunto.

* **Quartis** → dividem os dados em 4 partes.
* **Percentis** → dividem em 100 partes.
* Muito usados em análise de desempenho (ex.: estar no “percentil 90” significa estar melhor que 90% do grupo).

**4. Distribuição**

* Mostra **como os dados estão distribuídos**.
* Pode ser simétrica (ex.: distribuição normal, em forma de sino) ou assimétrica (com caudas mais longas para um lado).

**Exemplo prático em Pandas**

|  |  |
| --- | --- |
| import pandas as pd  dados = pd.DataFrame({  "notas": [5, 6, 7, 8, 9, 10, 10]  })  # Estatística descritiva geral  print(dados.describe()) | **Saída (resumida):**  count 7.000000 # quantidade de registros  mean 7.857143 # média  std 1.574696 # desvio padrão  min 5.000000 # valor mínimo  25% 6.500000 # 1º quartil  50% 8.000000 # mediana  75% 9.500000 # 3º quartil  max 10.000000 # valor máximo |

# Trabalhando com Tabelas e Planilhas

## Tabelas Pivot

As **tabelas pivot** (ou **tabelas dinâmicas**) são uma forma de **reestruturar e resumir dados** em um DataFrame, permitindo análises rápidas e agregações personalizadas.

* **O que é uma tabela pivot?**

Pensa assim: você tem um **dataset com linhas e colunas**, e quer responder perguntas como:

* Qual foi a média de vendas por mês e por produto?
* Quantos alunos faltaram em cada turma?
* Qual o faturamento por cidade?

A **tabela pivot** pega esses dados brutos e reorganiza, de modo que:

* **index** → define as linhas.
* **columns** → define as colunas.
* **values** → define o que será calculado.
* **aggfunc** → define a função de agregação (soma, média, contagem, etc.).
* **Sintaxe no Pandas**

|  |
| --- |
| df.pivot\_table(  values='coluna\_valor',  index='coluna\_linha',  columns='coluna\_coluna',  aggfunc='mean'  ) |

* **values** → o que você quer calcular (ex.: "vendas").
* **index** → como você quer organizar as linhas (ex.: "produto").
* **columns** → como você quer organizar as colunas (ex.: "mês").
* **aggfunc** → função usada (ex.: sum, mean, count).
* **Exemplo prático**

|  |
| --- |
| import pandas as pd  # Criando dataset de exemplo  dados = pd.DataFrame({  "Produto": ["A", "A", "B", "B", "A", "C"],  "Mês": ["Jan", "Fev", "Jan", "Fev", "Jan", "Fev"],  "Vendas": [100, 150, 200, 120, 130, 300]  })  # Criando tabela pivot  tabela = dados.pivot\_table(  values="Vendas",  index="Produto",  columns="Mês",  aggfunc="sum",  fill\_value=0  )  print(tabela) |
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Saída:

* **Vantagens**
  + Permite **resumir dados complexos** em poucas linhas/colunas.
  + Fácil de visualizar padrões, comparações e tendências.
  + Muito útil em **análise exploratória** e **relatórios**.

## Crosstab

O **crosstab** em Pandas é uma função que cria uma **tabela de contingência** — ou seja, uma tabela que mostra a **frequência de ocorrência** entre duas (ou mais) variáveis categóricas.

É muito usado quando você quer ver **como duas variáveis se relacionam em termos de contagem**.

* **Sintaxe básica**

pd.crosstab(index, columns)

* **index** → o que vai nas linhas.
* **columns** → o que vai nas colunas.

Também é possível adicionar:

* values + aggfunc → para aplicar agregações.
* margins=True → adiciona totais gerais.
* **Exemplo simples**

|  |
| --- |
|  |

* **Saída:**
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Interpretação:

* Mulheres: 2 em Engenharia, 2 em Medicina.
* Homens: 2 em Engenharia, 1 em Medicina.
* **Com totais (margins=True)**

tabela = pd.crosstab(dados["Sexo"], dados["Curso"], margins=True)

print(tabela)

* **Saída:**
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A última linha e última coluna mostram os **totais**.

* **Usando valores com agregação**

Digamos que além de contar pessoas, eu queira **somar notas**:

|  |
| --- |
|  |

* **Saída:**
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Agora vemos a **média das notas** por sexo e curso.

* **Diferença principal**
  + **pivot\_table** → mais flexível, usado para **resumir valores numéricos** (somas, médias, etc.).
  + **crosstab** → mais direto, usado para **frequências e tabelas de contingência** (contagem de combinações entre categorias).

## Planilhas Excel

### Como ler planilhas Excel

### Transformar DataFrame para xlsx

# Mesclagem de Dados

No **Pandas**, mesclar dados significa **combinar DataFrames diferentes** em um só, seja para:

* juntar informações complementares,
* organizar dados que estão espalhados em várias tabelas,
* ou consolidar relatórios.

**Tipos principais de mesclagem no Pandas**

* **1. Concatenação (pd.concat)**

Usada quando você quer **empilhar tabelas**:

* **empilhar por linha** (adicionar mais registros);
* **empilhar por coluna** (adicionar mais atributos).

Exemplo:

|  |
| --- |
|  |

Saída:
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* **2. Merge (pd.merge)**

Parecido com o **JOIN do SQL**.  
Você combina DataFrames **com base em uma chave (coluna em comum)**.

Exemplo:

|  |
| --- |
| df1 = pd.DataFrame({"ID": [1, 2, 3], "Nome": ["Ana", "Carlos", "João"]})  df2 = pd.DataFrame({"ID": [1, 2, 4], "Idade": [23, 35, 40]})  df\_merge = pd.merge(df1, df2, on="ID", how="inner")  print(df\_merge) |

Saída:

![](data:image/png;base64,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)

Aqui só aparecem os IDs que estão nos **dois DataFrames**.

**Tipos de merge (how)**:

* **inner** → pega apenas o que existe nos dois DataFrames.
* **left** → mantém todos do da esquerda, e completa com dados do da direita (ou NaN se não tiver).
* **right** → o contrário do left.
* **outer** → mantém todos de ambos, preenchendo onde não existir.
* **3. Join (df.join)**

É mais simples, usado quando os índices já são as chaves.

Exemplo:

|  |
| --- |
| df1 = pd.DataFrame({"Nome": ["Ana", "Carlos", "João"]}, index=[1, 2, 3])  df2 = pd.DataFrame({"Idade": [23, 35, 40]}, index=[1, 2, 4])  df\_join = df1.join(df2, how="left")  print(df\_join) |

Saída:

![](data:image/png;base64,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)

* **Resumindo**
  + **concat** → junta DataFrames em sequência (por linha ou coluna).
  + **merge** → combina DataFrames usando uma chave (como no SQL JOIN).
  + **join** → atalho do merge, mas usando índices como chave.
* Uma boa prática é sempre pensar:
  + Se estou apenas **empilhando dados iguais** → concat.
  + Se estou **relacionando tabelas com chaves** → merge.
  + Se os **índices são minha chave** → join.

# SQL no Pandas

Quando a gente fala em **trabalhar SQL no Pandas**, na prática estamos falando de duas coisas principais:

* **1. Conectar o Pandas a um banco SQL**

O Pandas permite **ler dados diretamente de um banco** e até **escrever DataFrames para tabelas SQL**.  
Isso é feito com:

* **pd.read\_sql()** → lê dados de uma tabela ou de uma query.
* **df.to\_sql()** → escreve um DataFrame em uma tabela do banco.

Exemplo:

|  |
| --- |
| import pandas as pd  import sqlite3  # Criando conexão com SQLite  con = sqlite3.connect("escola.db")  # Lendo direto de uma query SQL  df = pd.read\_sql("SELECT \* FROM alunos", con)  print(df.head()) |

Aqui você já consegue usar SQL para buscar dados e depois manipular no Pandas.

* **2. Usar SQL “dentro do Pandas”**

Às vezes você quer consultar seus DataFrames usando **sintaxe SQL** em vez de métodos Pandas.  
Para isso, existem bibliotecas que ajudam, como:

* [pandasql](https://github.com/yhat/pandasql)
* [duckdb](https://duckdb.org/) (bem mais rápido e recomendado hoje)

Exemplo com **pandasql**:

|  |
| --- |
| import pandas as pd  import pandasql as ps  df = pd.DataFrame({  "id": [1, 2, 3, 4],  "nome": ["Ana", "Carlos", "João", "Maria"],  "idade": [23, 35, 19, 40]  })  # Query SQL no DataFrame  query = "SELECT nome, idade FROM df WHERE idade > 30"  resultado = ps.sqldf(query, locals())  print(resultado) |

Saída:

nome idade

0 Carlos 35

1 Maria 40

Exemplo com **duckdb**:

|  |
| --- |
| import duckdb  resultado = duckdb.query("SELECT nome, AVG(idade) as media\_idade FROM df GROUP BY nome").to\_df()  print(resultado) |

* **3. Diferença entre Pandas e SQL**
  + **SQL** → mais usado para **consultar, filtrar e agrupar** dados dentro de bancos relacionais.
  + **Pandas** → mais usado para **análise exploratória, limpeza e manipulação** de dados já carregados em memória.
* Na prática:
  + Muitas vezes você usa **SQL para extrair** e depois **Pandas para transformar/analisar**.  
    Isso é tão comum que tem até nome no mundo dos dados: **ETL (Extract, Transform, Load)**.