**Conceitos em Pandas**

Arquivo contendo as anotações sobre pandas, seus conceitos básicos e outras coisas.

Anotações baseadas em pesquisas, retiradas também de trechos das aulas do curso da Stack Academy – Data Science, e também com ajuda do ChatGPT
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# O que é o Pandas?

Pandas é uma **biblioteca do Python** feita para **análise e manipulação de dados**.  
Pensa nele como um “Excel turbinado dentro do Python”: com ele você consegue **ler, transformar, analisar e exportar dados** de maneira muito mais flexível e automatizada do que em planilhas manuais.

**Para que serve na prática?**  
No dia a dia, usamos Pandas para:

* **Ler dados** de diferentes fontes: CSV, Excel, SQL, JSON, entre outros.
* **Explorar dados**: ver as primeiras linhas, descrever estatísticas, entender o formato.
* **Transformar dados**: limpar colunas, tratar valores nulos, converter tipos.
* **Analisar dados**: agrupar, filtrar, ordenar, calcular médias/somas, gerar tabelas resumidas.
* **Exportar dados**: salvar de volta em CSV, Excel ou até mandar para um banco.

**Principais estruturas do Pandas**

* **Series**: uma coluna de dados (como uma coluna do Excel).
* **DataFrame**: uma tabela com linhas e colunas (como uma planilha inteira) que suporta diferentes tipos de dados (inteiro, float, string, etc)

# Tipos de arquivos suportados pelo pandas

O **Pandas** consegue ler e gravar dados em vários formatos. Vou te listar os **principais tipos de arquivos suportados** que realmente usamos no mercado:

**📄 Arquivos de texto/planilhas**

* **CSV** → pd.read\_csv() e df.to\_csv()
* **TSV** (tab separado) → também com read\_csv(sep="\t")
* **TXT** → idem, se for estruturado com separadores
* **Excel (.xls, .xlsx, .xlsm, .xlsb, .odf, .ods, .odt)**
  + pd.read\_excel() e df.to\_excel()
  + Suporta múltiplas abas de uma planilha.

**🗄️ Bancos de dados**

* **SQL (MySQL, PostgreSQL, SQLite, etc.)**
  + pd.read\_sql() e df.to\_sql() (precisa de conexão via SQLAlchemy ou driver).

**🌐 Estruturados em texto**

* **JSON** → pd.read\_json() e df.to\_json()
* **HTML (tabelas)** → pd.read\_html()
* **XML** → pd.read\_xml()

**📦 Outros formatos comuns em ciência de dados**

* **Parquet** → pd.read\_parquet() e df.to\_parquet()
* **Feather** → pd.read\_feather() e df.to\_feather()
* **ORC** → pd.read\_orc() e df.to\_orc()
* **Stata (.dta)** → pd.read\_stata() e df.to\_stata()
* **SPSS (.sav)** → pd.read\_spss()
* **HDF5 (.h5)** → pd.read\_hdf() e df.to\_hdf()
* **Pickle (.pkl)** → pd.read\_pickle() e df.to\_pickle()

👉 Ou seja: **se é um formato tabular ou semi-estruturado, o Pandas provavelmente consegue lidar**.

💡 **No dia a dia**:

* CSV é o mais comum (troca de dados entre sistemas).
* Excel é onipresente em empresas (relatórios, planilhas financeiras, etc).
* SQL é essencial (quase sempre os dados “moram” em um banco).
* Parquet está se tornando padrão em ambientes de Big Data (porque é compacto e rápido).

# Exemplo básico de um DataFrame:

![](data:image/png;base64,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)

# Métodos comuns em Pandas

O Pandas tem centenas de métodos, mas no **dia a dia de trabalho** usamos sempre um conjunto pequeno que resolve 80% dos casos. Abaixo vou listar alguns exemplos que são mais comumente usadas no dia a dia e que é sempre bom ter ciência de suas utilizações.

Vale também observar que, **df**, que se encontra no inicio do comando será o nome do dataframe que você estiver utilizando.

**Exploração de dados**

* **df.head(n)** → mostra as primeiras n linhas (por padrão o valor é 5).
* **df.tail(n)** → mostra as últimas n linhas (por padrão o valor é 5).
* **df.info()** → mostra tipos de dados, colunas e memória.
* **df.describe()** → estatísticas descritivas (média, min, max, std).
* **df.shape** → retorna (linhas, colunas).
* **df**.**columns** → lista os nomes das colunas.
* **df.dtypes** → mostra os tipos de cada coluna.

**Seleção e filtragem**

* **df["coluna"]** → seleciona uma coluna.
* **df[["col1","col2"]]** → seleciona várias colunas.
* **df.loc[linha, coluna]** → seleção por rótulo.
* **df.iloc[linha, coluna]** → seleção por posição.
* **df[df["coluna"] > 10]** → filtragem com condição.
* **df.query("coluna > 10 and outra\_coluna == 'X'")** → filtragem estilo SQL.

**Transformação**

* **df.sort\_values(by="coluna")** → ordena linhas.
* **df.rename(columns={"antigo": "novo"})** → renomeia colunas.
* **df.drop(columns=["coluna"])** → remove coluna(s).
* **df.dropna()** → remove valores nulos.
* **df.fillna(valor)** → preenche nulos.
* **df.astype(tipo)** → converte tipo de coluna.
* **df.apply(func)** → aplica função a cada linha ou coluna.
* **df["coluna"].map(func)** → aplica função em uma série.
* **df.assign(nova=df["coluna"] \* 2)** → cria colunas derivadas.

**Agregação e estatísticas**

* **df["coluna"].mean()** → média.
* **df["coluna"].sum()** → soma.
* **df["coluna"].value\_counts()** → contagem de valores únicos.
* **df.groupby("coluna").mean()** → média por grupo.
* **df.groupby(["col1","col2"]).agg({"col3": "sum"})** → agregações mais complexas.
* **df.pivot\_table(values="col", index="col1", columns="col2", aggfunc="mean")** → tabela dinâmica.

**Junções e concatenações**

* **pd.concat([df1, df2])** → concatena DataFrames.
* **df.merge(df2, on="coluna")** → faz join (inner join padrão).
* **df.merge(df2, how="left", on="coluna")** → left join.

**Entrada e saída**

* pd.**read\_csv**("arquivo.csv") / df.**to\_csv**("arquivo.csv")
* pd.**read\_excel**("arquivo.xlsx") / df.**to\_excel**("arquivo.xlsx")
* pd.**read\_sql**(query, con) / df.**to\_sql**("tabela", con)

# Alterando o dataset

Existem vários jeitos, mas dá pra organizar em **6 grupos principais**:

**1. Alterar colunas**

* **Renomear**: df.rename(columns={"idade": "Idade"}, inplace=True)
* **Criar coluna nova**: df["idade\_mais10"] = df["idade"] + 10
* **Alterar valores com função**: df["nome"] = df["nome"].str.upper()

**2. Alterar linhas**

* **Remover linhas pelo índice**: df.drop(index=[0, 1], inplace=True)
* **Filtrar e manter só o que quero**: df = df[df["idade"] > 18]

**3. Alterar valores específicos**

* **Com .loc**: df.loc[0, "cidade"] = "São Paulo" # altera célula
* **Com condição**: df.loc[df["cidade"] == "SP", "cidade"] = "São Paulo"

**4. Tratar valores nulos**

* **Remover nulos**: df.dropna(inplace=True)
* **Preencher nulos**: df.fillna("Desconhecido", inplace=True)

**5. Alterar tipos de dados**

* **Converter tipo de coluna**: df["idade"] = df["idade"].astype(int)
* **Datas**: df["data\_nascimento"] = pd.to\_datetime(df["data\_nascimento"])

**6. Reestruturar o dataset**

* **Ordenar**: df.sort\_values(by="idade", ascending=False, inplace=True)
* **Resetar índices**: df.reset\_index(drop=True, inplace=True)
* **Adicionar linhas (append/concat)**:   
  novo = pd.DataFrame({"nome": ["João"], "idade": [25], "cidade": ["BH"]})  
  df = pd.concat([df, novo], ignore\_index=True)

**Resumo**:

* Alterar dataset = mexer em **colunas, linhas, valores, nulos, tipos ou estrutura**.
* A cada modificação, você pode usar inplace=True (altera direto) ou reatribuir (df = ...).

# Percorrendo linhas de um DataFrame

Percorrer as linhas de um DataFrame é algo que às vezes precisamos, mas é importante já adiantar: **no Pandas, a ideia não é percorrer linha por linha como em um for tradicional** — porque isso costuma ser **lento** em grandes datasets.

Ainda assim, existem várias formas de fazer, dependendo da situação:

**1. Usando .iterrows() (mais comum)**

Percorre linha por linha, devolvendo o índice e a linha como Series.

for idx, row in df.iterrows():

print(idx, row["nome"], row["idade"])

É simples, mas não é muito rápido (porque converte cada linha para Series).

**2. Usando .itertuples() (mais eficiente)**

Retorna cada linha como uma *namedtuple* (mais leve que Series).

for row in df.itertuples():

print(row.Index, row.nome, row.idade)

Esse é o jeito mais usado em situações reais quando precisa iterar.

**3. Usando .apply() (jeito “pandas”)**

Aplica uma função em cada linha ou coluna.

df.apply(lambda row: print(row["nome"], row["idade"]), axis=1)

* axis=1 → percorre linhas.
* axis=0 → percorre colunas.

**4. Usando .iloc (manual, estilo lista)**

Se você realmente quiser “for clássico”:

for i in range(len(df)):

print(df.iloc[i, 0], df.iloc[i, 1]) # acessa por posição

**Melhor prática**

Na maioria dos casos, **não percorremos linhas**.  
Em vez disso, usamos operações **vetorizadas** (que aplicam direto em todas as linhas sem for).

* 1. Exemplo ruim (iterando):

for idx, row in df.iterrows():

df.loc[idx, "idade\_mais10"] = row["idade"] + 10

* 1. Exemplo bom (vetorizado):

df["idade\_mais10"] = df["idade"] + 10

O segundo é **muito mais rápido** e o jeito recomendado de trabalhar com Pandas.

# Visualização de Dados

## Missing Values

* **O que são *missing values*?**

“Missing values” = **valores ausentes** ou **dados faltantes** em um dataset.  
Ou seja, quando uma célula/coluna que deveria ter um valor está **vazia** ou marcada com algo que indica ausência.

No **Pandas**, valores ausentes geralmente aparecem como:

* **NaN** (*Not a Number*) → valor nulo em dados numéricos.
* **None** → valor nulo em objetos (strings, datas, etc).

Exemplo:

|  |
| --- |
| import pandas as pd  import numpy as np  df = pd.DataFrame({  "nome": ["Ana", "Bruno", "Carla"],  "idade": [23, np.nan, 29],  "cidade": ["SP", None, "BH"]  })  print(df) |

Saída:

|  |  |  |  |
| --- | --- | --- | --- |
|  | Nome | Idade | Cidade |
| 0 | Ana | 23.0 | SP |
| 1 | Bruno | NaN | None |
| 2 | Carla | 29.0 | BH |

Aqui, a idade do Bruno e a cidade dele estão **faltando**.

* **Por que os dados podem estar faltando?**
  + Erro humano (alguém esqueceu de preencher).
  + Problemas no sistema que gerou o dado.
  + Dado não se aplica (exemplo: "número de filhos" para quem não é casado).
  + Integração de várias fontes de dados.
* **Como lidar com missing values no Pandas**

1. **Detectar**

df.isna().sum() # mostra quantos valores faltam por coluna

df.isnull() # retorna DataFrame de True/False

1. **Remover**

df.dropna() # remove linhas com missing

df.dropna(axis=1) # remove colunas com missing

1. **Preencher (imputar)**

df.fillna(0) # substitui por 0

df["cidade"].fillna("Desconhecido", inplace=True)

df["idade"].fillna(df["idade"].mean(), inplace=True) # média

## Visualização básica de dados

* **O que é visualização de dados?**

É a etapa em que você pega um dataset e cria **gráficos simples** para entender padrões, distribuições e relações entre variáveis.

Ela serve para:

* Explorar os dados (*EDA – Exploratory Data Analysis*).
* Comunicar achados para outras pessoas.
* Ajudar na tomada de decisão.
* **Ferramentas no Python**

1. **Pandas (built-in)** → já tem métodos rápidos.
2. **Matplotlib** → biblioteca padrão de gráficos.
3. **Seaborn** → mais bonita e simplifica estatísticas.

* **Exemplos de visualização básica**

Suponha esse dataset:

|  |
| --- |
| import pandas as pd  import matplotlib.pyplot as plt  df = pd.DataFrame({  "nome": ["Ana", "Bruno", "Carla", "Daniel", "Eva"],  "idade": [23, 35, 29, 40, 30],  "cidade": ["SP", "RJ", "SP", "BH", "RJ"]  }) |

**1. Histograma (distribuição de idades)**

df["idade"].plot(kind="hist", bins=10, title="Distribuição de Idades")

plt.show()

**2. Gráfico de barras (quantidade por cidade)**

df["cidade"].value\_counts().plot(kind="bar", title="Quantidade por Cidade")

plt.show()

**3. Dispersão (idade vs índice)**

df.plot(kind="scatter", x="nome", y="idade", title="Idade por Pessoa")

plt.show()

**4. Linha (evolução ao longo do índice/tempo)**

df["idade"].plot(kind="line", title="Idade ao longo da Tabela")

plt.show()

* **Resumindo**
  + **Visualização básica = gráficos simples** para conhecer os dados.
  + Usamos plot() do Pandas, matplotlib e seaborn.
  + Tipos comuns: histograma, barras, dispersão, linha.

## Conceitos sobre os gráficos

É muito importante conhecer **os tipos de gráficos** e **quando usar cada um**. É essencial para não só explorar os dados, mas também **contar a história certa**.

* **1. Gráfico de barras**
  + **O que mostra:** comparação entre categorias.
  + **Exemplo:** número de alunos por turma.
  + **Uso:** quando você tem categorias nominais (cidade, produto, grupo).

df["cidade"].value\_counts().plot(kind="bar", title="Alunos por Cidade")

* **2. Gráfico de colunas**
  + Igual ao de barras, mas na vertical.
  + Muito usado em relatórios de negócios.
* **3. Histograma**
  + **O que mostra:** a distribuição de uma variável numérica.
  + **Exemplo:** distribuição das idades dos alunos.
  + **Uso:** entender se os dados estão concentrados, espalhados, simétricos.

df["idade"].plot(kind="hist", bins=5, title="Distribuição de Idades")

* **4. Gráfico de linha**
  + **O que mostra:** evolução de uma variável ao longo do tempo (ou de uma sequência).
  + **Exemplo:** vendas por mês.
  + **Uso:** detectar tendências, crescimento, sazonalidade.

df["vendas"].plot(kind="line", title="Vendas ao longo do tempo")

* **5. Gráfico de dispersão (scatter plot)**
  + **O que mostra:** relação entre duas variáveis numéricas.
  + **Exemplo:** idade vs nota dos alunos.
  + **Uso:** ver correlação, agrupamentos, outliers.

df.plot(kind="scatter", x="idade", y="nota", title="Idade x Nota")

* **6. Boxplot (ou diagrama de caixa)**
  + **O que mostra:** distribuição, mediana, quartis e outliers.
  + **Exemplo:** distribuição de salários em uma empresa.
  + **Uso:** ótimo para identificar valores extremos (outliers).

df["salario"].plot(kind="box", title="Distribuição de Salários")

* **7. Gráfico de pizza (pie chart)**
  + **O que mostra:** proporções de um todo.
  + **Exemplo:** porcentagem de alunos por cidade.
  + **Uso:** bom para mostrar “fatias” de participação, mas não ideal se tiver muitas categorias.

df["cidade"].value\_counts().plot(kind="pie", autopct="%1.1f%%")

* **8. Heatmap (mapa de calor)**
  + **O que mostra:** intensidade de valores numa matriz.
  + **Exemplo:** correlação entre variáveis.
  + **Uso:** ótimo para análises rápidas de dependência entre variáveis.  
    *(Usa mais o Seaborn do que o Pandas puro)*

import seaborn as sns

sns.heatmap(df.corr(), annot=True, cmap="coolwarm")

* **Dica prática**
  + **Barras/colunas** → comparar categorias.
  + **Histograma/boxplot** → analisar distribuições.
  + **Linha** → evolução ao longo do tempo.
  + **Dispersão** → relação entre variáveis.
  + **Pizza** → proporções (só se poucas categorias).
  + **Heatmap** → dependência/correlação entre variáveis.

## Estatística Descritiva